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## Цель работы.

Освоить работу с хеш-таблицами. Реализовать алгоритм Рабина-Карпина, основываясь на знаниях о хэш-таблицах.

## Задание.

Напишите программу, которая ищет все вхождения строки Pattern в строку Text, используя алгоритм Карпа-Рабина.

На вход программе подается подстрока Pattern и текст Text. Необходимо вывести индексы вхождений строки Pattern в строку Text в возрастающем порядке, используя индексацию с нуля.

*Примечание: в работе запрещено использовать библиотечные реализации алгоритмов и структур.*

**Ограничения**

 1 ≤ |Pattern| ≤ |Text| ≤ 5 · 105.

Суммарная длина всех вхождений образца в текста не превосходит 108. Обе строки содержат только буквы латинского алфавита.

**Пример.**

**Вход:**

aba

abacaba

**Выход:**

0 4

**Подсказки:**

1. Будьте осторожны с операцией взятия подстроки — она может оказаться дорогой по времени и по памяти.

2. Храните степени x \*\* p в списке - тогда вам не придется вычислять их каждый раз заново.

## Выполнение работы.

На вход программе с помощью функции *input()* подается 2 строки: подстрока и текст, котором нужно найти вхождения введённой подстроки. Полученный результат работы функции, осуществляющей реализацию работы алгоритма Рабина-Карпа, выводится на экран.

**Функции.**

Функция *def hasing(string).* Принимает на вход строку и считает ее хэш. Полиномиальный хэш рассчитывается по формуле:
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Функция *def algorithmRabinKarp(pattern, text)*. Функция принимает на вход подстроку и текст, в котором необходимо найти ее вхождения. В функции реализован алгоритм Рабина-Карпа. Переменные *pattern\_hash* – хэш введенной подстроки, *win\_hash* – хеш в тексте по срезу от начала строки до длины введенной подстроки.

В основном цикле алгоритма сравниваются два полученных хэша. Если они равны, то сравнивается введенная строка и срез текста *pattern == text[j: j + pl].* И если это условие тоже выполняется, тогда в список результатов добавляется индекс, с которого начинается вхождение подстроки *result.append(j).* Для дальнейшего поиска вхождений вначале проверяется не произойдёт ли выход за границы текста, если нет, то хэш пересчитывается по формуле:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyUAAAA2CAYAAADZPjY3AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABd5SURBVHhe7Z0/yB3Fu8dPLhYWws/CIkVE/V2LgIUWFgqKCoKFRRQjaBHUa6FWsVDUIkQRbopYaGEhKFEsImihhYUgRFGIci1shBSBKCqEey0ULCyE3PPZ7DfOO5mZnd3zZ/ec9/uBZc/Ozs4888zzPLuzO7tnz4U5M2OMMcYYY4wZif9o18YYY4wxxhgzCh6UGGOMMcYYY0bFgxJjjDHGGGPMqHhQYowxxhhjjBkVD0qMMcYYY4wxo+JBiTHGGGOMMWZUPCgxxhhjjDHGjIoHJcYYY4wxxphR8aDEGGOMMcYYMyoelBhjjDHGGGNGxYMSY4wxxhhjzKh4UGKMMcYYY4wZFQ9KjDHGGGOMMaPiQYkxxhhjJskXX3zR/jLGbDselBizIbz77ruz1157rd0yxpjthIHIE088Mbvhhhtmhw4dalONqePll1+e/fjjj+2W2ST2XJjT/jbGTBQGJO+9997s1KlTbYoxxmwnuqAk7r3zzjuzn3/+udk2pgbsh0HtiRMnZtdff32bajaBXfekhDswQx8HM/rG0Fk8Ct8cFKBY6MMQbIET35T54IMPZq+88krngCRu2zZA3w31V/rV/rp9hHE4hD6eui/HfP3115faUuO/ffKuktiflu1fXEjWXEyiB/t2njAGDo2jU4V+V9ueffbZNvUi2M5dd93V7LN9bBa9ByW6iMMIxups6kUGprL0cTTyYqR33313m9IP7lQ/+eSTzeLR9+ZAX9Fn99133+zLL79sUy+CLRw5cmTSgeull16aHThwoN1K8/DDD7e/djLUV5YJMlA/crDUwnH33HPPYF+jr2+++Wb765Zx7733Nn0a2zN9/P3332/k4Jz20K4S+AP5WDgXjQV65yYJU6uQ6fXXX7+0zT58lvMs26uGPveFZx70ct11121lDKQ98odvv/22Tf0HDVj7nHOmDDcnacsmxrdeMH2rlnPnzl2YX8Rd2LdvH1O+Lpw4caLds16QYW6QvWRAdvJ/9dVXbUp/qDMH5T/++OMXTp061aaMw/Hjxxv9LBvadvTo0XZrM5H9xpBO37KeGui8ZHdw+PDhbJ4hvrJssB3JwO9akH0Rf6Kukr+vy6a3wXfWDb6IzohnOXI2T/pYtt4X7LPkE9g/fhDHplzb1wH9gjxhTNE2sUiwvej5kLq43ihBnrBe8w/opuQL2F7J/jaF2267rf21E9qPr0zx3N4HxQF8imWR69ip0+tJybxzmykkcwNotufG3KzXDTLMO6j5rXUX3MmZG+jsjjvuaFOWi+4CD70bvcidHurVnannn39+dvbs2XbPctDdhjHvzq0S7Bo7wkamBjI99thj7dbl0DdvvPFGM3c2xRBfWTbIhu8Bj9Rr0N2gVcksf10166pnG2AqE0/8uNNOLMP2r7nmmnZvPfgLxy4SU6cCcX2sJ5w5OO9LJl0DaJunJiCbJ7YKfJr2lJYUV1xxRfsrDeV+8skn9rOe6Lw+NftaJnpasult5DwYnsu3mnZw0gsOG3t0zei3VnzdxVl0tEydOSib0exQ5sY2WL6TJ082d0PUzq47S0NYpG3INoU7WegHPadgH/07tA9WgfqTuz052NfV3318ZVUQL2p9UO0u3eGrgTpLd5QWsek+LFIP/buoHjYF+p22oi/a3WUDpXjMvk3QW82TkpTPlNq+DpA5lJv4Hm6j+1K7asEOatpKvlxsnyL06cGDB9ut1dEVPxY9r1P+FMg9KQHsp7R/k8CniIt+UhKguxF//vlnsx4LRr/zDmq3yiDz3DB33LVZNpQ91ij2kUceaXSxyvZt+whduuNJ01SQr5XmkHJH+KGHHmq30vTxlVWhO1U1Nqp2r1rmddn0tvvOssA26PNl6Isy3nrrrXZrc6Edq4zrQ8Gfw6eezOkPt4lLbJNvHXep0RP1bMPTsXWyG2ITbfzmm29sGxtC70EJLxKCLoRqO5p8PJ6vpVSuLloUBLtk6JoCE9JXTlGrh01kiD6WSUq3pKVOdov0A8Hrt99+a7fGhxe19+3b125djtr6wAMPNOsUfX0lpG/ekp2wX4MMfvPSXg7aXXuypKw+cop12fRu8Z2pgb1zITIVhuh2jP5I2UZKDtJCH0XX4Tb7GUy9+eab1b4cgxw//fRTUxbxImWzgjqIlaU8i4AMsR7G9u2QIe3eLbHppptuatZDbUN9H8pQkrNGr7njU4T1LkJczrLKXTa9ByX6ysGZM2cuzftlDnD8STZBw5krSh6+N84x5M3d/aWjyMPFFHluv/32ds8/hF9QYj/zWFlfe+21beo/SPFdd5vIh4ySk/JqOo381Mt62/7YTn3Bn1eV7tavEs01lk1IJvpc6fQTuud3lz2W0J29qdAliwYcpZN+ylfQT8qvhPSKLqV3jkmBjOxjkX/HSE6+AkO+Rx99tLmLTd5UAKdMDaJycBxlISvls67xV7Vl1TZNPbSPto7lO7RTfYhOWfjN00D1MYS+g12MJe8yUbwf+8JLdoDfoVf03oXOReRlXWPXy4CYSX28OyibkQ2xZhuQ50Tw/w9sHz16dMc59ty5c03+Dz/8sE3pB2WyEAeo66+//mr35Lnxxht3xLtlgAy0XQt9Ij/Kxbt1gjx79uxp+gz5anwX+TmGGFhjj6vgxRdfbORFf8QfBp3EnmeeeaaRiXR0L13LBofIe+uttzZryusLx1C/FuRBjjvvvPOSn6BzyUlsJeYrbwxtRffEhY8//vjS8SlIJ6/aXXtNGiPZkFk2wrt76HSStNO4quEQlseD+aKa9xnPT9Tc8PlFU5tycR5ifLzgePZpDq2243KpKy43lzeXHkOecO4l8/Tj+ZLUG8J+vSsRy9MXjk3NHe4LcizjnRLmLKoc2km5Q0GvQ94poc9kJ+ieJdXnpNXaY6mPVF5NP0i2vktoY1102RTlxTYZw/64HLUz1g+QL5WXJQXp4ReS2I79BjlJD2VVbIjtQulxGTHIGOaJ5QbqDefeUrZkIC/1rIJl1kMb+9iM4BjaL30iT6gf9StzrcM+kO+MDXIg35CvbwmOT9n4upCO6YNwm3cAReqdEvqJvOwj/wsvvNDu+Ydl9xH6Dv2J8qU/yR3unyK8oxHHgEVRX4B8SXqRb2t/Hyhr0XdK4vhPebFd0Gdh/KBendfxe+SXffaFcofYBHatfkJelrDfZG+khenEgpy+S++M4G8cF/tZLeiHYykDWXVOUTtIC6+5ZCdxfegrlp+8cTuBbfKqLiAvdcXpJeI6KQNZSQvtYkr0elLC6A7mCmvuXojff/89OYLTqHaukGYdkroTyshzrvTZL7/80mxTJtvx1zdIR4awXNUfy6Ht8+fPN+sUahd1AcfMO67zsTPycgdMdXTd3d0kPv/88+b736B+WTfUK52i47179yb7HGrssQvZWc2x6GMekHsv80DVllBGMpT0XiMneWp9hbsn3FVBTiEfSMktv9GdKO52IW/sN7pjdOzYsWYNatcff/zRrGO62h3ehWKbpWuKJneGZCccX6pjEdCLdLjKekpwxzjUBzLkfIcYJjRdJty/qdDmMduhuKn+RxZ+8w5gDukeH/roo4+atFtuuaVZD4GyQl9JQR7sJb5jS7xFDskd+/XUuOqqqxpZa8BHu/KSh/85Urs1HZBYSJr6diy9IF9YN1OPw9idgj7WeZ0vlqkN6+Ttt9++FJvUB6lrRAjT9SW+2j4W+lrsUNAPT/kB/eoLrqx5goc8r776apMG0mnsd1wPy3YE+Z566qkmr86nrNnmXBV+LVbl1sL5OK6T4/V/SGPZbRflb+1FyBhQYoguLEKFSbHxxYwer6YUQsdTB48VudC5//77m8fAIeq4+ALk008/bdZXXnlls44pGabk5tEWvyn79OnTTVqJ999/v1lLptSFWwhtyz0yQ1e5fVyYd5UdokHdIlAfumD6A3J3BTsg4HFREyO7yT16DQcUIdSJDNJvbHd6v6nGHmtgIArfffddp8P2Lbsv6kMFwxwlOfr4CvbHRdDBgwd3tF1lpAbcqht/RXf8OWXsr0D/Y0/hxViuXNlKjX7xF+IJZXDy6jqGkzFBXhdfsV6WBUG/bz0536FfaFdqWgq2oTpiYt+JZVB5J0+ebNaij/5z/pyjbxxbBrSzq86c7kvkYlYIU5zRJ1Mn8Cnan/KPEPSu84ouGkuDmBKqmzKQtxTTwos/bE4+C6zX3W9D0PUDS8l+iRv0OXlK/YG+wnZrCpliVo0N4H8p35WcOR+S/+bgWGIu5fMbmZCndAyo3ap/jPO6ZFBsimVQubmY1XVuzqFyl8n+/fsve59KhPWprSkY/AM3MbA3tXPR91v1oY9Yj/g3dNnKaLRPTKqYK7557BND2lyZ7dZF2CZ9bphtykXmikiWATxaUh1a5gbb7r2IyiVvSK5c6ie99LiLsqhHdbJQXkwqDXL5Y6gHOVIL7eYxY2pf3NYSkn9ZSC81MqRkZ+GxK4+WU/tqys31OY9sU20lLbZH4Hj0nIP9HBvb7BhIllQ7BPtKj637+Ir6Oa4vVwaQFvtNrF/5X6zTXLnzi6MmvTRtB6hX7WDhd1wWdWBjMbk4tmxKuouJ/UILUyxoa2pfTbk5GVI2AKRxTA0pmUpLjbxCdlWa9tkVc2vbglwpeXNLbTvIpxilJfYDykvJyLGl9ne1HSgDW6/JG5Lz2akjm+lCMabWzoV8qQ8l28I2UuksNTCtT36sJbZNdJLqR+mqpq5cG4jR6CS1L5YjBdcEKRmk57gMph3lznel8yDlUF7p3N+F9IXthJRkJV3oeNYxskfJp/NTXBdoX41+yccSQ1pf218nvTws1Zg4gElZcpZYeWEZ4T5+a5u1yo0DqsqNyZWrDk91MJBX+1RvTvZYFlD5KWPrA8YW1zcEZGFZBshDWTiYGCIjOi1dXHRR0+ciZ4/A71JgUnt1bAn6nbr7LjVlC2QpyUt5KZsUfXyF7VTbwzJiXab8JpZH5YbHAvnUttS+nJ5Ur47htwJ1fAx1xyc8jiOv/DWue1ksqx6O72MzMWH/hZAmGxDUE+pxVbqpgXYjy6KDkkXj8lDQnfTHWvPhY3/GPuN+ALVfxHbc1fZFSPnsmLZQS6yzZUPZ8XsgQ/XCcXFZfeAGJmWw6FyEfHGsyMUP8oY2NKQdlLuIf8UX7gK5Yj9RbNL7VbG8NYOSlJ/VItvSOU+kfAXitnFcTga1Tft0PovrAu3r6q9cfaorZRNTofqdEj1+iqeThI/UeFylKUhzw9qxBpXxr3/9q1kzXUrwmFnbHDNXZlMmSwh1sC9E5TJ9BPj6gaAsFqbkpKBOFspVvXrcFcqeg0duwCNJyqAdUwZdpR4l0m9xurY1B5WvjNXoZNmU+rzWHmsgP+SmAIagB+yk7xK3o0SXrnlkL5lTlPQmX3nwwQebtQj9jePDMnhMr/rwGW2HfqP9IvWoGBnIR34IyxXxtuBY6la5yKvpezW6xU9B7VTMESk/iEG2rjx6T0PtjutZF8iaswFNQxGKZeRHv318Z2rk7GcdoDvOA+G58Lnnnmum23T5NCA7xyovNss7fqtC8souWMey8uWeqcMUoxr91oIe0Av6kW54b0WM5SPYA9c4TLelvcSy+UVzs6+m/cgNir+0cZl6q4UpynFsQjbsP5ZH5/Wnn366WeemjKVQLNB15zqI34NWe0pxSf2htfppCKqvdH00VaoHJZq/HzcGJc9HqY0ScFApVCc8fZJRgRZ4cQ8nV1nqKDkWkEanqDxQYIhPplI0c2/JE75joM7RS1Ihqnc+aryUD3kp7/jx4812F8hI+4H2UdZYqD0Q/hak4cwsocHzm0AXB1jphH28NKXByTrJ9bnscf/+/c1a0MaUPdYgndTM4aZ87Lfv0pdUPwr1TypPra8cPny42VY+lSVbAc3VZk41dfKbBX8NZeCiNrZ/0uMTD2mAPtA5Zagc4H2yH374od3aCXVwXFjmZ599dlkdOfjEInVRBp9ADe0j9APJmEIDsthfQniviXqQK65nXXTZQGyPtF967Os7q+LXX39tfw0jjg/rJNQf5xUuwmpiqGyP4+VX2OWqoHzqwV5VD5/XFXwAQ++5TBnaMCTG5jhy5Mjs77//bvSiAbsu8qgLHwmvWdYJ7eT9P4Esimtd6AYtvq74u25ysUm2n0tHVmLvEL1fffXV7a/+8PGcFJKr6z+RkJtz49mzZ3f4suyIflPf6bf8UtBXLPrdBXUq1gM6l9539Pl3x2Y3/Ps/Z//10f+1CSPTPjHpZG7AyUfGPAYifa7EHY+EeLw0N5xL+1h4BM1jNi0hyks95OV3/PhKeeJHV+Tbu3dvcxx5YiiTJYXkVx7kSpUB5IuRTCxh+/uC7F2P5HIgN13JI0PJot/hI2LKl25DSumksS+nvxrQy9DpW7k+R55YXsjZI6idOXJljoX6tQT7U3Y3xFfYVl9zLHlVDseE/ig9kxcb43f86VLyI194HCATfsaxKbug7Fw/xTbJ77gdgv3xtBdkkdwsIbIP9peYn1SaPHG7QphekaunD7Qt1b81UG+qLbk2qq/pm6F1LgL6T8UxFtJjW061QdCWLt9ZJdSP3PSB9J2yl9z0LbWfY1PHldreF8qXjKzlY5I9519TQrazTFnxAWIb/cg6jHms8fGhIG94bu4DxyKTYqjsLAX6iH1Zx9O3LEOh3KH6ZjojOkSWEOk2RrqnzalzBuk5kDF1HqpBdkXd6Ey/KYvtMF2+EqeHfcNxOl+Sn3VKh9RLOvs5XmWzpkzVV4IyqIvjWUsPl9nK//z3hetv+PeFJz783zZhXKqjdmw8IX335fKTvsx6BAZNZwytV2AgqwIDq5FhDOILu76g/6GDklKf5SgdU3JkbCQVIMaiy24Bm0yd3IboB1L7cvlJL5UFJdvJHUvgrvHXrroJvrn6u45dFovWgz1iB0PI1V2SaV16WQaleMxFyti+jC679JkblEDp2GWfi5Aj9pVNsgXFjGUT66CmT2ugjKGDEkEZXQOjUvxYtB2UO9THcnWXZCrt6xqUrPLabQi1uidf2MfYee2xQvl1PTH0fLIuxruVtGYwSjp0EVZp2DhO6QJuk8GpFtX9MsA5c4MSHHVqgQu6BkoKNH0D1dShL4ae8ERpULIp0L9T8J0pkvNXfGFTfKI0KCkxxVg1JroTvClgm+u4OEQnq6qHNkwlNpUGJcSCIT62baCDTYiLvf48cZNhfm5pDvjYMM8w/KOcbYL3F+aDgXZrmmAbBw4caLemwzyQ7JgXGsP++QXKpbmi28L8RHrZnNrdCP07dd+ZGvgCOsMvzPZDjOCl71W+d7NssE18e5OhDVOPTTp/TOH9uDFBD3oPZepxcdcMSghYdMYmBS6zHmQb4T9bTwWCKcGkdHF+6tSprbuA52RH27dtsGVWC76CL+ATZnfAl6i4iWFMjG5Q7OYbO3xdjUXXB3xFdcrn1T08Lml/7wroHE5YQ0aLHCvjPhp8echMG5xRT8n4HV6wcBHDvilfxDBo4nOXpRMv7eKrJOTZJrvUTYQhNxP09TCwv24P8gdOrOHpCx/gy2j4wKZchPBVrkOHDjXy8mWnLjuXTRO3znX8O/xuAH3wpaZNf+qwKrAnnrQT+7jJs00X5+F5/cyZM7PTp083vwX7uWbDTxz7N4ddNygBjHWIkfJZXFHz2VgzHdR3+/bt2zFNbqgtrBuC67Fjx4p2x4XKNt4R4sJtyNRG9HH+/Pnmt/11e8jF4U3x5ZhcbIqhfeGnR23Tw2PDbiG0mdvaT+VvEyXf4QYFAzEPWDeLXTkoMWbT4OSyjU9CjDHGmGXCEyL+W2SKU7JNGQ9KjNkQGJiAByXGGGNMmm2dNbAb8KDEGGOMMcYYMyq75utbxhhjjDHGmGniQYkxxhhjjDFmVDwoMcYYY4wxxoyKByXGGGOMMcaYUfGgxBhjjDHGGDMqHpQYY4wxxhhjRsWDEmOMMcYYY8yoeFBijDHGGGOMGRUPSowxxhhjjDGj4kGJMcYYY4wxZlQ8KDHGGGOMMcaMigclxhhjjDHGmBGZzf4fR6baQ5G0CXwAAAAASUVORK5CYII=)

Если же значение хэша было отрицательным, то к нему просто прибавляется простое число. Алгоритм работает дальше.

Согласно данной формуле *xm-1*(в коде программы это переменная *h*)было рассчитано заранее для оптимизации *for \_ in range(pl - 1): h = (h \* x) % prime.*

Функция возвращает список с индексами вхождений подстроки.

Разработанный программный код см. в приложении А.

## Тестирование.

Результаты тестирования представлены в табл. 1.

Таблица 1 – Результаты тестирования

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Входные данные | Выходные данные | Комментарии |
|  | aba  abacaba | 0 4 | Проверка работы алгоритма для стандартного случая. |
|  | cde  aacdecdecdepppcde | 2 5 8 14 | Проверка работы алгоритма для стандартного случая. |
|  | пти  На ферме большой птичий двор. На дворе гуляют гуси и гусята, утки и утята, куры и цыплята. Птиц кормит птичница бабушка Настя. Ей помогают Таня и Катя. Они кормят гусят, утят и цыплят. | 17 103 | Проверка работы алгоритма для небольшого текста на русском языке. |
|  | cdb  opoaserdjsnc | Вхождения не найдены! | Проверка работы алгоритма для случая, когда подстроки нет в тексте. |
|  | Hello  hi | Длина подстроки превышает текст | Проверка работы алгоритма для случая, когда длина строки больше текста. |

## Выводы.

Была изучена хэш-функция, с помощью которой реализован алгоритм Рабина-Карпа. Корректность работы проверена с помощью тестов.

# Приложение А Исходный код программы

Название файла: main.py

prime = 101

x = 128

def hashing(string):

hashing\_value = 0

for k in range(len(string)):

hashing\_value = (x \* hashing\_value + ord(string[k])) % prime

return hashing\_value

def algorithm\_rabin\_karp(pattern, text):

result = list()

pl = len(pattern)

tl = len(text)

h = 1

if pl > tl:

print('Длина подстроки превышает текст')

return -1

if pl == 0 or tl == 0:

print('Введены пустые строки')

return -1

pattern\_hash = hashing(pattern)

win\_hash = hashing(text[:pl])

for \_ in range(pl - 1):

h = (h \* x) % prime

for j in range(0, tl - pl + 1):

if pattern\_hash == win\_hash:

if pattern == text[j: j + pl]:

result.append(j)

if j + pl < tl:

win\_hash = (x\*(win\_hash-ord(text[j])\*h) + ord(text[j + pl])) % prime

if win\_hash < 0:

win\_hash += prime

return result

if \_\_name\_\_ == '\_\_main\_\_':

Pattern = input()

Text = input()

answer = algorithm\_rabin\_karp(Pattern, Text)

if answer != -1:

if len(answer) != 0:

for i in range(len(answer)):

print(answer[i], end=' ')

else:

print('Вхождения не найдены!')

Название файла: test.py

from main import algorithm\_rabin\_karp

import pytest

def test1():

Pattern = 'aba'

Text = 'abacaba'

assert algorithm\_rabin\_karp(Pattern, Text) == [0, 4]

def test2():

Pattern = 'cde'

Text = 'aacdecdecdepppcde'

assert algorithm\_rabin\_karp(Pattern, Text) == [2, 5, 8, 14]

def test3():

Pattern = 'пти'

Text = 'На ферме большой птичий двор. На дворе гуляют гуси и гусята, утки и утята, куры и цыплята. Птиц кормит птичница бабушка Настя. Ей помогают Таня и Катя. Они кормят гусят, утят и цыплят.'

assert algorithm\_rabin\_karp(Pattern, Text) == [17, 103]

def test4():

Pattern = 'cdb'

Text = 'opoaserdjsnc'

assert algorithm\_rabin\_karp(Pattern, Text) == []

def test5():

Pattern = 'hello'

Text = 'hi'

assert algorithm\_rabin\_karp(Pattern, Text) == -1